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Take Notes As You Code—Lots of ’em!

A small discipline that pays huge rewards
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There are many things that developers are exhorted to do beyond just writing code, and there is little point in going over the basic ones yet again. For more-advanced practices, I highly recommend the book I review in this issue, *The Pragmatic Programmer* (20th Anniversary Edition), which contains a wealth of interesting and useful suggestions. I discussed one of them at length in my previous editorial: learning your primary development tool really well and how you can tell if you’ve reached the needed level of mastery.

In this editorial, I examine an underused best practice that really helps development: taking notes as you go. In an earlier editorial I discussed the importance of writing comments prior to writing code. This step lets you plan what you’re going to do, provides documentation, and keeps your programming consistent with your design. As you program, you update the comments to make sure they remain in sync with the code. At the end, you have fully commented code that does what it set out to do. Terrific. This is a valuable step, but only a minor aspect of the note-taking I have in mind.

The note-taking I’m referring to begins as the equivalent of a programmer’s to-do list, except rather than written beforehand, it’s produced in the heat of battle. There are many entries that go into this. For example,

- The small tasks that need to be done for the current code to work properly. These tasks can be reminders (see whether `Message` can be made immutable), a list of refactorings you saw were needed but could not make at the time (extract a method to calculate postage), and so on. Some developers keep such a set of notes in an open window from which they obtain their next task, once they’re done with the present one.

- Glossary entries: The book I mentioned earlier suggests having a glossary for each project so that users and developers are in sync on what terms mean, especially terms that are specific to the project domain. These notes are not the place for those entries because that glossary should be a separate document. However, there is a need for glossary entries for your codebase. This is a help for the age-old problem of naming. As you know, the larger the project, the more difficult it is to find meaningful names when you’re layers down in the engine room. `HttpRing6` might look like a perfectly apt description. That’s because for the last two days, you’ve been using the term `HttpRing` to describe a ringback-like mechanism that rides on HTTP. The 6 here refers to the severity of the action. While you might have captured some of that in the Javadoc comments, chances are good you might not have memorialized `HttpRing` conceptually. This should be in the notes you’re taking and eventually placed in a codebase glossary, so that...
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